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Abstract—Improving the way that teams work together by reflecting and improving the executed process is at the heart of agile processes. The idea of iterative process improvement takes various forms in different agile development methodologies, e.g. Scrum Retrospectives. However, these methods do not prescribe how improvement steps should be conducted in detail. In this research we investigate how agile software teams can use their development data, such as commits or tickets, created during regular development activities, to drive and track process improvement steps. Our previous research focused on data-informed process improvement in the context of student teams, where controlled circumstances and deep domain knowledge allowed creation and usage of specific process measures. Encouraged by positive results in this area, we investigate the process improvement approaches employed in industry teams. Researching how the vital mechanism of process improvement is implemented and how development data is already being used in practice in modern software development leads to a more complete picture of agile process improvement. It is the first step in enabling a data-informed feedback and improvement process, tailored to a team’s context and based on the development data of individual teams.
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I. BACKGROUND & MOTIVATION

A major aspect of modern, agile software development processes is the focus on iterative development [1] and adaptation to the given context [2].

A. Feedback Cycles in Agile Methods

Continuously repeating the stages of analysis, design, implementation, and evaluation enables frequent deliveries and timely feedback cycles [2]. Feedback is not only collected regarding the developed software, i.e. whether the requirements were correctly implemented, but also regarding the process itself. By critically examining the development process and how it was executed, problems within a team can be identified and improvements can be proposed for the next iteration, making it more effective and enjoyable [3]. In most software development methodologies, this concept is assigned a dedicated term, such as Kaizen, the idea of continuous improvement in Lean or the Inspect & Adapt approach of Empirical Process Control in Scrum [4].

B. Feedback in Scrum

Scrum, the agile process framework most often employed in industry [5], explicitly provides meetings for the collection of feedback on iteration outcome and the enacted process. While during the sprint review meeting, the team looks at what was built, the retrospective focuses on how it was built. Figure 1 gives an overview of the process and its different meetings.

Fig. 1. Generalized overview of the Scrum development process.

During retrospectives, the software development team discusses what aspects of the performed work and collaboration worked well during the last iteration, and should consequently be continued, as well as what issues hindered a smooth workflow and posed problems. The team then collectively decides which improvements could be made in the next development iteration. While effectively reflecting on one’s own executed process and finding concrete action items that should be tackled is already challenging, a possibly even larger challenge is tracking the identified issues and their possible resolutions over time.

C. Progress Measurement

In order to allow insights into which improvements were made in the last iteration, some form of progress measurement must exist, i.e. the check stage of the Plan-Do-Check-Act cycle [6]. The Scrum Guide itself states that “Scrum is founded on empirical process control theory”, with “empiricism asserting that knowledge comes from experience and making decisions based on what is known” [4]. Traditionally, the team decides, based on personal appraisals of the last sprint, whether headway has been made on an action item and whether it can, therefore, be considered resolved or needs to be further worked on in the following iteration [2]. Additionally, an external third party, with knowledge of the chosen development methodology and the teams can be consulted in order to identify process improvement steps or determine their success. However, it is a challenge to instinctively gauge whether an issue has improved. To tackle this issue improvement actions can be based on data produced during the last iteration, relying on a common understanding of the produced development artifacts [7], i.e. “artifact transparency” [4], in order to continuously improve team processes and collaboration.
II. RESEARCH OBJECTIVES

The main objective of this research is to gain a better understanding of the role of development data in process improvement approaches of agile software development teams. In particular, we are interested in how teams can be supported in their continuous software process improvement steps by employing measurements based on their own development data.

A. Research Hypothesis

Our research hypothesis, motivated by preliminary interviews with agile coaches and Scrum Masters in industry, is as follows:

- The development data already created by agile software teams during regular development activities holds extensive information on how team members work and collaborate. Teams can use analyses of this data to inform and track their process improvement steps.

B. Previous Work

Our previous work has focused on supporting process improvement efforts of student teams in university capstone software engineering courses, employing analyses of development data to gauge the conformance to agile processes. In university project courses, gaining insights into student teams can be a challenge for educators due to the large number of course attendees. However, giving feedback and providing support for software process improvement steps within teams is vital for learning success. Furthermore, student teams repeatedly face similar issues and challenges, which allowed us to iteratively improve the utilized analyses and measurements [8]. We employed surveys, tutors as well as custom software to ascertain student behavior [9]. The developed software analyzed the large amounts of development data produced by student teams, identifying those areas and artifacts, where the executed process deviated from the prescribed one [10]. The identified artifacts could then be used to discuss the executed process and possible improvements on the basis of concrete data points. This approach of process conformance is especially applicable as the environment that students worked in was set up and controlled by the course educators. The problems and challenges that arise in these software engineering courses are well understood. This is not the case in industry, where teams have various contexts, team members have different levels of experience and there are many organizational constraints.

C. Next Steps

We propose studying the status quo of how professional development teams currently understand and practice process improvement in their individual contexts, focusing on how improvement possibilities are detected and how decided upon actions are tracked over time. By collecting the experiences of developers in a multitude of companies, working on different problems in different domains we can gain insights into how process improvement is executed in industry, what roles and meetings are involved and how teams can be further supported. In particular, the ratio of identified action items that are related and can be tracked using development data to those identified items not related to development data, e.g. human issues, is of interest. Furthermore, we aim to form further hypotheses on how exactly development teams could best be supported with additional tools for process improvement.

III. RESEARCH METHODOLOGY

An interview study with professional Scrum Masters, agile coaches or other roles, tasked with process conformance, process guidance or process improvement within multiple companies in different contexts will be performed, focusing on the executed process improvement process in the company. Surveys of professional development teams have shown that agile methodologies, particularly Scrum, are widely understood and employed in a multitude of projects [11]. The vast majority of teams practicing Scrum also holds retrospective meetings after each sprint [5]. In fact, in the 2017 State of Agile survey, more respondents used agile project tools, such as task boards, than relied on spreadsheets for project management tasks [11]. Many companies following agile development processes rely on employees in Scrum Master or agile coach roles to mentor and advise development teams on agile methodologies and their implementation. These individuals have deep process knowledge, often know multiple development teams, and understand the challenges of the company’s context. Interviews with these individuals are most suited to gain insights into how a company or individual teams implement development processes. Interviews will be performed in a half-structured manner in order to allow exploring beliefs and attitudes as well as observing non-verbal indicators [12] and allowing questions to be appropriately adapted to different companies contexts.

The main goal of the interviews is to establish how process improvement is handled in the company by the interviewee and to what degree development data is being used or considered useful. Interviews will take a maximum of 30 minutes, in order to not overly disturb the working day and allow easier scheduling. However, interviewees will be asked beforehand to collect, if available, the minutes of these meetings. Interviews will be performed in a half-structured manner in order to allow exploring beliefs and attitudes as well as observing non-verbal indicators [12] and allowing questions to be appropriately adapted to different companies contexts.

After the interviewing researcher has introduced themselves and has stated the goal of the study, i.e. learning about the implementation of agile process improvement in the teams the interviewee is knowledgeable in, the following topics will be discussed:

- What is the general idea of process improvement in the company? Do teams actively implement these ideas?
- What is the agenda for process improvement meetings? What is regularly discussed? Can you share or summarize the minutes of these meetings?
- If action items for improvements are decided upon, how are these tracked over time?
- Are tools or frameworks for process conformance measurement employed? If so, which ones?
Following the advice in the literature on half-structured interviews [13], the audio of interviews will be recorded if the interviewee is comfortable with this, otherwise, notes will be taken by the interviewer. To build trust, the goal of the research will be explained at the start of the interview. Additionally, the interview questions will be made available to interviewees beforehand. All personal data will be anonymized, although we will report on the metadata of interviews, such as the how long the interviewee has been with the company, details of the interviewee selection process and the employed interview guides. After the interview, a summary of the meeting will be made available to the interviewee in order to allow feedback and correct possible communication errors. As in related literature, interviews will be transcribed [14] and coded with topics in an iterative fashion. We will analyze the frequency of topics mentioned in interviews and group them by company, team age, and other factors, dependent on interviewee selection. We plan to present our analysis to the research community in the form of a conference paper, focusing on analyses of collected improvement action items and the applicability of development data analyses for observed teams.

### A. Research Timeline

We expect to finish the interview study with industry partners within the next six months. We have already conducted initial interviews with interested Scrum Masters from select companies, who showed interest in the research as a means of supporting teams and gaining insights into the executed processes of teams. After the initial phase of participants recruitment, scheduled for two months, we will begin interviews, iteratively refining the interview guide. Interviews are expected to be completed within an additional two months, depending on interviewee availability and their schedules. The last two months will be used to code interview outcomes, analyze the data and summarizing the findings in an initial research paper. Based on the conclusions drawn from the gathered data, we will form further hypotheses on how to best support teams with software solutions, that will be evaluated in future work.

### IV. RELATED WORK

#### A. Software Development Artifacts

Part of our research hypothesis is that development data is already present in development teams. Due to the nature of modern software development, this is a necessity. Software engineers practically digitally "self-document" continuously, producing data about the development process and their steps while they work. Not only does the version control system log which change (the diff) was made at what point in time (the timestamp), but also who authored and committed the changes and what the goal of the change was (the commit message). Furthermore, there is likely more detailed information in a ticket within an issue tracker, clarifying the scope and context of the change, which can be referenced in the commit message. Other tools used on a daily basis by programmers, such as test frameworks, Continuous Integration services, static code analysis tools or code coverage analytics provide data on the status of the software at a particular point in time.

Especially interesting is the fact, that this information not only meticulously includes successes and progress but also documents failures, setbacks, and conflicts, something that is otherwise unlikely to be communicated.

Based on these data sources, a range of metrics can be constructed that might be used to guide process improvement in a development team. These can range from traditional software metrics, such as McCabe’s cyclomatic complexity [15], to those of the agile context, such as effort estimation vs. real invested effort [16]. In the context of agile process improvement, especially the combinations of these metrics can be of interest. For example, it can be detected if the Test-Driven Development (TDD) process was followed [17].

#### B. Software Repository Mining

This research heavily draws from software repository mining techniques to analyze the development data of agile teams. Multiple frameworks and tools have been proposed in related literature to extract insights from software development repositories [18]–[20]. However, these tools mostly focus on analyses of large amounts of software repositories on GitHub or similar collaboration platforms. These tools excel at supporting analyses to answer questions such as “what is the most widely used open source license?” [20]. However, little research has focused on how insights from single a repository can be used by the people that created the data and thus have intricate knowledge of it and are able to interpret analyses extremely well. Furthermore, little research thus far has focused on how insights gained from repository analyses are used by development teams, e.g. for process improvement.

#### C. Software Process Improvement

Work related to this research can furthermore be found in the field of software process improvement (SPI) [21]. However, as Santana et al. point out, organizing software process improvement activities in environments employing agile methodologies is quite different than in more traditional ones [22]. The authors conducted a systematic literature review, including 423 papers published between 2001 and 2013. They conclude that it is necessary to adapt existing SPI approaches or to create new methods for agile contexts. Kuhrmann et al. note that there is a growing interest in agile methods and adopting agile principles in SPI [23]. However, in accordance with our own research to date, they note that research mostly focuses on student labs or a single case study in industry. The authors conducted a comprehensive systematic mapping study of publications related to SPI over the past 25 years. They identified agility becoming more relevant for SPI as companies adopt agile methods as a major research direction.
V. SUMMARY

In previous work, we showed that analyzing the development data of university students provided actionable insights into the problems of agile development teams made up of students [8][10][24]. Measurements, in this case, were derived from years of institutional knowledge and experience running the university course as well as from literature. However, these learning are not transferrable to industry, with experienced professional developers working full-time in development teams, employing custom development processes. Encouraged by previous research results, we aim at understanding the methods and approaches as well as the difficulties and challenges involved in improving work processes in industry. To this end, we propose an interview study with those roles in companies, tasked with process improvement, conformance, and coaching, focusing on the currently implemented processes and the development data being produced in teams. We aim at gaining an understanding of how process improvement is conducted in teams, as a starting point for supporting teams in these activities. A core component of agile methodologies is the idea of self-organizing teams, i.e. teams that do not need management to give them structure and processes, but who create structures that work best for them [25].

Our vision is that this idea could also apply to software improvement processes, where teams can autonomously decide how their improvement approach should work. In order to make the first steps in this direction, the problem domain needs to first be better understood using empirical methods.
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